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Abstract

In recent years, large number of people are tending to use smartphones. These

smartphones are using different OSes that need different platforms to develop their

apps. These differences lead to difficulties in developing and testing the same app for

the different platforms. Accordingly, the importance of cross-platforms development

that produce a single app for multiple platforms is rising. React-native is an example

of a cross-platform mobile app development solution. It is a pioneer single mobile

app development platform, which is widely used nowadays. Because of react-native

importance, it is necessary to focus on its challenges. One of the most important

challenges that react-native apps are suffering from is the miss handling of the app

lifecycle because it is distinct from the native apps, which is a critical problem that

leads to apps crash in most cases. This paper proposes a black-box automation testing

approach that tests the react-native app lifecycle, reducing the miss handling issues.

The approach is an event-driven automated black-box testing framework that can ex-

plore react-native apps under test to analyse the issues. Therefore, this framework will

help developers create react-native apps with a minimum number of crashes that cause

stopping app functionalities with unexpected exit, and GUI errors caused by the life-

cycle. The framework addresses lifecycle key loops of the react-native using double

orientation activity or background foreground activity. The framework has been eval-

uated by checking its ability, to detect the apps crashes, and the different states of GUI

positions, on an open-source application provided by MIT with the issues injected in.

The final output from the framework is JSON log file with properties or disappearance

caused by miss handling of lifecycle. The main results of the framework evaluation

found that the framework detects 60% of the apps crashes and 100% of GUI errors

caused by lifecycle mishandling.
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1 Introduction

According to studies, there are more than 3.8 billion users of smartphones in 2021 [1].

Google Android and Apple iOS have been the two dominant mobile platforms in the last

two years [2]. Because mobile users rely on mobile applications to pass their daily tasks,

successful mobile apps should target these two platforms to maintain significant user cov-

erage. However, developing two different native apps to target each platform consumes a

lot of time and cost. Recently, several cross-platform frameworks have enabled developers

to build a single app base code and deploy it on both platforms. Successful application

development became possible using cross-platform. One of the pioneers cross-platform is

react-native, powered by the Facebook team, react-native based on JavaScript to form a

one-code base for both IOS and Android possible [3].

Cross-platform increase the number of provided applications for variant uses. Therefore,

mobile application users become highly dependent on mobile applications for daily and

critical domains, the demand for high-quality mobile applications has grown. Thus, the

mobile developer’s goal is to give quality proper consideration. As a consequence, the

developers should be adapting suitable quality assurance techniques and testing. Mobile

developers could use many mobile testing techniques to increase the application quality,

such as automated testing using tools that focus on automating the tests routines and repeat.

For the react-native applications, the developers could face many challenges such as handle

the lifecycle [4] of the applications based on react-native.

Many works of literature have discussed mobile applications suffering from lifecycle

mishandling, such as [5] [6] [7]. Zein et al. [8] performed a systematic mapping study

for mobile application testing techniques using 79 papers with identifying many possible

areas that could be handled in future works. One of the main future works was targeting

the activity of the mobile application lifecycle.
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The main solutions of lifecycle mishandling issues in the literature proposed testing tech-

niques that depend on Graphical User Interface (GUI) models or testing artefacts that gen-

erate automatic test cases for the activity lifecycle. In [7] detected bugs that may cause

applications to be stopped, paused or killed; their solution could generate automatic test

cases. Other solutions suggest dynamic analysis for finding issues using specific types of

failures because of Android system failure and emulator crashes[9]. However, all these

suggestions were for Android applications.

This research proposes our solution for applications based on a react-native framework

(React-Native Lifecycle Ripper). Our framework fully automated event-based black-box

dynamic testing technique. Our framework detects application crashes and GUI errors.

Specifically, our framework tests GUI properties change (CSS, props, and HTML tags),

GUI disappearance of existing objects, and GUI adding new objects related to lifecycle

activity using systematic testing each GUI activity state encountered during application ex-

ploration. To reach our goal, the framework tests the lifecycle of react-native; it is designed

to test oracles[10][11]. Oracles is a testing mechanism that determines if the system’s out-

put is the same as predicted from system design [10].

After generating oracles, one of the main events Double Orientation Change event(DOC),

Background Foreground event (BF) [11], will be activated to hit lifecycle key loops. Our

framework will generate the new GUI results and compare them with the main oracles.

This allows our framework to generate the specific types of failures ( GUI errors and app

crashes) that could be caused by mishandling of lifecycle.

To measure our framework effectiveness, we injected four types of bugs in the open-

source application provided by MIT. We picked an open-source application that has already

been tested and licensed from MIT; this guarantees the bugs’ detected by the framework is

from the injected bugs, also this methodology was used in other papers such as [12], where

the authors evaluated their work using the same evaluation method. We have injected one
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failure for each testing cycle. Our framework detected each failure that we added in each

testing application. Our framework is the first approach is designed for catching lifecycle

mishandling in the react-native application.
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1.1 Research Motivation

React-native developers should consider the lifecycle of their application. Thus, they have

to implement the lifecycle components correctly. Therefore, the users will not expect aber-

rant transactions during different lifecycle transitions of the react-native applications. How-

ever, many unexpected behaviours could occur; the main unexpected behaviours that the

framework focuses on testing in the mobile applications based on are GUI errors [5] and

crashes[6], more details of the failures could be found in chapter 5.

• Crashes Failures: this type of failure occurs when an unexpected stop of the mobile

application functionalities, the unexpected behaviour that we will focus on in our

framework is the unhandled exceptions that occur because of the mishandling of the

lifecycle, this cause termination of the process using the Android native application

functionalities.

• GUI Errors: this is relevant to lifecycle key loops, specifically Update key Loop and

Entire Loop that we will explain in the background chapter. Our framework checks

GUI errors caused

– As wrong positions from the original GUI positions[5]

– As wrong object properties (props and CSS style or HTML type)

– Object disappears

This research aims to create an online black-box automation framework; our framework

will handle the lifecycle testing of react-native applications in Android OS. Our research

is depending on the ALARic methodology[11]. ALARic is ”fully automated Black-Box

Eventbased testing technique that explores an application under test for detecting issues

tied to the Android Activity lifecycle”. ALARic methodology is specified for the online

testing of Android native applications.
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However, our framework is more specified for react-native applications for Android OS.

Thus, we have a framework that can handle the full lifecycle of applications based on

react-native. The full lifecycle of the react-native (Mounting, Update, Unmount) and native

lifecycle of the OS that the application running on.

Furthermore, our research has a notable contribution to the literature on automated react-

native GUI testing:

• GUI testing technique to detect app crashes and GUI errors tied to the react-native

Activity lifecycle. Furthermore, our framework is the first dynamic testing technique

that can address the issue of GUI errors and app crashes resulted from life-cycle for

react-native mobile applications;
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1.2 Research Questions

The main goal of our research is to create a solution approach to detect background action

crashes that are related to the react-native lifecycle. In our research questions, we focus on

the errors that we discussed in the previous section after triggering the main key loops that

we will explain in the background chapter.

• RQ1: How effective is our framework in detecting crashes in the applications that

are based on the react-native activity lifecycle?

• RQ2: How effective is our framework in detecting GUI errors of changing in GUI

object positions, change object properties (props, CSS, HTML), disappear objects

that are based on the react-native activity lifecycle?

1.3 Structure of the Thesis

In this research, we followed this structure. For Chapter 2, we will describe the back-

ground of react-native. Chapter 3 has a literature review for related works. Chapter 4 will

present our methodology. Chapter 5 will describe how we performed the evaluation of our

framework; Chapter 6 will have our experiment results. Finally, Chapter 7 will provide the

conclusion and future work.
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2 Background

2.1 React-Native

React-native ”is a framework based on JavaScript; it renders mobile application for both

iOS and Android natively. React-Native developed by Facebook ” [13]. React-native in

2015 starts to support iOS in its mobile application. Then because of the active commu-

nity of the Android community, which supports adding many other contributions to the

open-source project; react-native start supporting Android OS[3]. This framework allowed

for the development of more than 7000 new application during 2019-2020 [14]. React-

native uses the fundamental blocks from the native platform to build the UI, UIView on

iOS, or View on Android. Thus, the developers could build their applications using na-

tive components but with higher-level language. Furthermore, react-native uses threads

utilization to run mobile applications with the necessary operations[15]. The main two

threads that are doing react-native work are the JavaScript thread written using JavaScript

that is responsible for the business logic application running. The JavaScript thread mainly

sends/receive requests to/from the main thread to draw views and respond to events. Ac-

cording to JavaScript thread requests, the second thread is the main thread responsible for

drawing UI and responding events such as touch events, network requests, Etc.[15]. These

requests that are sent from react-native internally during components are called bridges.

The main two threads that are doing react-native work are the JavaScript thread writ-

ten using JavaScript that is responsible for the business logic application running. The

JavaScript thread mainly sends/receive requests to/from the main thread to draw views and

respond to events. According to JavaScript thread requests, the second thread is the main

thread responsible for drawing UI and responding events such as touch events, network

requests, Etc. [9]. These requests that are sent from react-native internally during com-

ponents are called bridges. React-native application GUI uses VDOM (Virtual Document
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Object Model), which allows to dynamic access of HTML tags by generating all tags as

object tree model[16].

For running JavaScript recently react-native developers are using expo SDK [17]. Expo

is an open-source platform working to enable and runs react-native applications. Expo has

a contribution in simplify react-native application testing [17].We use expo SDK according

to easy installing and lunching of expo projects.

Using expo the react-native application apk/aab can be built in expo cloud, the source

code is uploaded and the expo cloud will provide the final bundle which could be down-

loaded and runs in the needed device [18]. Unlike react-native CLI, in which all the building

processes should be handled in the system, this usually causes build errors such as Gradle”

which is a build automation tool for multi-language software development” failure[18],

manifest errors, this type of errors causes a direct effect in the react-native application

build. Our framework was developed using react-native based on expo which has a great

usage of the developers who need to use this framework for easy lunching of the frame-

work, without any complicated setup. In addition, the expo offers a collection of solutions

that helps our framework execute the events such as Back Handler; Back Handler allows

the application to be exited. In addition to the Linking solution which allows the application

to be relaunched, these libraries are not found directly in react-native CLI.[19].

2.2 React-Native Lifecycle

For react-native applications that use native building blocks, the activities are essential.

For example, for Android Framework, the activities are a subclass of the Activity class,

which manages the user exercises using the Activity stack. The activity stack allows the

user to navigate several screens by putting the foreground screen at the top of the stack.

However, for the react-native, the Activity lifecycle is pretty different. The react-native
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has two lifecycles. The first lifecycle is the native lifecycle UIViewController on iOS and

the activity lifecycle for Android [15]. As our research specifies react-native in Android

OS, we will explain more about the activity lifecycle. Mainly Android OS deals with

the applications activity as the stack; that means that the application will be running in

the OS memory storage; this allows Android to manage the applications. Therefore, the

application will have four primary states:

• Foreground State: Application in the foreground state is at the top of the stack, it

will be visible.

• Visible State: Application in the visible state is visible to the user, but it lost the

focus, such as the application is non-full size.

• Stop State: Application in the stop state, when the application is stopped or hidden

the background.

• Destroy State: Application in the destroy state process is killed.

To Reach these states the application will pass these phases [20]:

• On Create: In this phase, the activity will be created, standard static setup will be

had like binding data list, this state will be frozen until the activity goes to on Start .

• On Start: This state when the application becomes visible to the user.

• On Resume: this state called when the application is in the foreground to interact

with the application

• On Pause: the application loss foreground state.

• On Stop: the application no longer visible to the user.
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• On Destroy: kill the application process.

Figure 1: Diagram presenting the phases of the RN Component lifecycle

As shown in Figure 1, the second phase is separated into three steps: The first step is

Mounting: it is done once per react-native wrapping view’s lifespan. After calling the com-

ponentDidMount, the component is bound with the native view as first render using initial

props and state [15]. The second step is the Update phase: the components run through this
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phase with every new pops or state has changed or received. The final step is the Unmount

phase which responsible in detaching the component from the native view[15].

Figure 2: Diagram showing the detailed lifecycle of React.Component [20]

There are four key loops of the Activity lifecycle. The main key activities for detect-

ing the main four key loops are according to React-Native Guide and Android Guide.

Thus, these loops are Entire Loop, Visible Loop, and Foreground Loop and Update Loop

are at first, The Entire Loop (EL) of an Activity consists of the Resumed-Mount-update-

unMount- Paused-StoppedDestroyed-Created-Started-Resumed sequence of states. This

loop can be exercised by events that cause a configuration change, such as an orienta-

tion change of the screen, that destroys the Activity instance and recreates the applica-

tion according to the new configuration. Secondly, Visible Loop (VL) corresponds to the

Resumed-Mount-update-unMount-Paused-Stopped-Started-Resumed sequence of states Ac-

tivity is hidden and then made visible again. There are several event sequences able to stop

and restart an Activity, such as turning off and, on the screen, or putting the app in the
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background and then in the foreground again through the Overview or Home buttons.

The third loop is Foreground Loop (FL)of Activity involves the Resumed-mount-update-

unmount-Paused-Resumed state sequence. The Resumed-Paused transition could have

happened when non-full-sized elements are opening, for example, semi-transparent of the

activities or model dialogue. This transition occupies the foreground while the Activity is

visible in the background. So, the users should discard this element when it triggers the

transition of Paused-Resumed. To trigger the transition Paused-Resumed, the user should

discard this element.

The fourth loop is Update Loop (UL) of Activity involves the update - update state

sequence. This can be triggered by updating UI and change UI elements
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3 Related Work

3.1 Introduction

Smartphones have been circulated through most people’s lives during the last ten years.

It has been making their user’s lives easier using different applications that specialized in

covering their daily needs. These needs could be covering communication, arrange needs,

Etc.

From these benefits, it was essential to arrange these application developments in dif-

ferent OSes using cross-platform development. In addition to checking increasing appli-

cations performance and decreasing applications’ errors using mobile application testing.

One of the primary checking topics in this research is lifecycle testing for the cross-platform

application.

This chapter presents a comprehensive review for previous studies that have approached

mobile application testing’s, mobile application development using cross-platform and pre-

vious tools developed for mobile application testing.
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3.2 Research Method

According to these criteria, we collected the related papers publishing years, database,

number of pages, type of paper, and keywords. According to

• The first criterion, we collected the papers from recent years 2016-2020 because there

is rapid growth in mobile applications testing studies in cross-platform technologies.

• The second criterion, we used the IEEE database, Research Gate, and Google Scholar.

• For the third criterion, all the papers we searched about have at least five pages with

two columns.

• The fourth criterion: all papers should be empirical studies.

• Finally, we used many keywords for grouping the related work under a set of sec-

tions, the main keywords are mobile application testing, cross-platform applications

testing, react-native vs other cross-platforms, react-native testing, mobile application

lifecycle, and react-native lifecycle.
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3.3 Testing of Mobile Application

The key step for a successful mobile application is to ensure application quality [21]. Test-

ing is the most important step for application quality assurance[22]. Therefore, mobile

application testing used for detecting the expected errors of the application, which helps to

develop bug-free applications. In addition, testing helps to make sure that the application

meeting user needs [23].

3.3.1 General Mobile Application Testing Metrics

During our literature review, we found many papers that highlighted mobile application

testing; one of these papers was [8]. In [8] the authors provide a systematic mapping

study of 79 papers discussing mobile testing techniques. Their study is a comprehensive

study; it focused on mobile application testing from many sides, such as life cycle con-

formance. Their study method had five steps from define research questions, conduct the

search, screen papers, keyword abstracts, also extract the data. From their study, we could

conclude that there is a real gap in studying mobile application life cycle testing, from 79

papers, there are only two papers that searched about this topic. These two studies fo-

cused on the importance of the life cycle model in order to produce dependable mobile

applications and services. Therefore, our study will focus on mobile application life cycle

testing.

[23] defined mobile application testing matrix and case study challenges. First of all,

they defined what the best mobile application for the case study is then they defined the

testing matrix of mobile application which were, test scope, test level then they defined test

techniques for each level according to each environment. As we are planning to do in our

study, they explain each step of the case study test process. Therefore, their study managed
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to answer different testing matrices and techniques, also they applied their study on the

mobile application by Monkey[24]. Monkey is online testing tool that create automated

testing for Android applications. However, their study explained the mattresses from the

agility testing view[24]. Unlike [25] which introduces the testing matrix according to the

lean canvas test strategy view.

[25] uses lean canvas board for mobile application testing, in their matrix, they define the

scope, out of scope, tools, risk, resources, people, and main functionality testing. Mainly,

the lean canvas is one light whiteboard that helps to divide big components, into small

components, which affects saving time and reduces cost.

[26] compares between mobile application testing and web application testing, the main

points that they focused on are testing types and testing tools, for the mobile application

they pointed out these types of testing performance testing, usability testing and functional

testing, for our framework, we will focus on application performance. Also, they pointed

out the main tools commonly used for mobile application testing, such as the monkey tool

which is ”to test devices and applications at different levels like function or framework and

for the unit test cases, but it can also be used for other purposes”.

In [27] same as [23] the authors focused on mobile application challenges. According

to [27] , the main challenges of mobile application testing considered many factors such

as device hardware, screen size, connectivity issues and platform. In our framework, we

are focusing on testing the application in the full lifecycle to which keeping the connec-

tivity of the application. In addition, they went through a mobile application cycle that

considering key points like environment, the application under test, which depending on

the requirement needs and starting the testing from the beginning of the development.
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3.3.2 Testing of Cross-Platform Applications

Cross-platform is developing apps stand out according to their ability to run in various op-

erating systems (OSes), such as Android, iOS. [28] introduces an overview of the main

tools available currently for cross-platform mobile application testing. They mainly de-

velop an application using react-native, which is a cross-platform library, then they used

Appium [28] to test their application which approved Appium effect in mobile application

functionalities testing, and layout testing.

However, [29] developed a prototype a tool called x-PATeSCO. This tool main aim is to

support the layout testing, as well as the eight (absolute path, ancestor index, expressions

in order, expressions multi locator, (ancestor attributes, element type, cross-platform, and

identify attributes) locating strategies considered. The evaluation of their approach was in

9 mobile application uses cross-platform, and they were comparing the locating strategies

using six real devices. They reached 14.2 % executing time for this prototype, with 75%

identifies attributes test cases, also, for identifying attributes 8.9% and absolute path for

event executability 17.6%.

[21] identifies various types of testing that gave to a mobile application which developed

using react-native cross-platform, their main contribution was how they could investigate

to conduct all types of testing; then they implement many examples to the test facilitate the

full testing. This study only studies that we find that related to all testing types for react-

native applications, their study results of using multiple testing tools that web driver testing

is flaky because of time precise, and variety in the performance. However, when they

used Appium[21], they found that for they can use the end-to-end UI testing for mobile

application and web applications with minimal changes because Appium strongly depends

on Selenium[21], that could help in a variety of the performance.
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3.4 React Native in Comparison with Other Platforms

Because of the mobile market’s diversity, a considerable difficulty appeared to support

the applications in all these devices in the same efficacy according to the GUI, lifecycle

handling, etc. These devices are with multiple OSes, react-native as an example of cross-

platform single support application for multiple OSes. In this section, we will present

previous papers interested in comparing the react-native framework with others so that we

can have positive and negative points of react-native.

In [30]they evaluated the current frameworks for cross-platform in comparison. They

depend on the applications that reach the highest number of users, how much the appli-

cation was consuming the energy, and how it impacts the energy consumption with the

deployment identities. Therefore, the main contribution of their paper analyzed energy

consumption. The results found that MoSync that uses JavaScript consumes more energy,

but C++ has the worst performance to retrieve the data. So, the JavaScript solution is the

fittest as a native solution; this result leads us to [17] study.

The main goal of [17] is to determine if the cross-platform is viable for modern mobile

applications in two paths, the development path, and the user experience path. They used

react-native applications as cross-platform applications. Their comparison results looked

and feel for react-native applications seem to native applications, but they emphasize no

definite conclusion because of lack of studies in this field. Also, they found react-native

application easier for mentality because the same code works in both operating systems,

iOS, and Android. On the other hand, there is a problem with react-native projects because

it does not rely on Apple and Google SDKs updates, but on third-party organizations,

mostly from the open-source community.

The same benefits were found [21] if the react-native performance is equivalent to An-

droid applications performance, they study the problems they faced with react-native ap-
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plication performance. Therefore, they tried to provide insights about react-native perfor-

mance according to application lunchtimes, rendering latency of components, navigation

actions, and list scrolling. They found that react-native does incur a performance impact,

especially on the older hardware. However, these results eliminated in the newer hardware.

In [31], the main goal was to evaluate the react-native compared with native applications.

The authors were developed one application using react-native as well they developed the

same application in the native version for Android and iOS platforms. According to their

results, they recommend using react-native in future applications. They found that react-

native could be developed in 75% of the applications, but they indicate potential CPU usage

problems.

In [32] react-native has been evaluated and compared to native applications and Xamarin

[32]. The authors used a quantitative, qualitative method, user testing, performance testing,

and case study. They have developed the front-end part for Android and iOS applications.

Their study’s main result was that the react-native could be potentially be used successfully

for applications development. For the bubble sort application result, react-native could not

scale as a native application, not Xamarin. Finally, they found that the main problem of

react-native was that it depends on the open-source community.

3.5 Mobile Application Lifecycle Testing

Much of literature and industrial work related to mobile application indicates that there are

suffering from many problems because of the mishandling of activity-lifecycle develop-

ment and testing[8]. Missing activity-lifecycle testing causes many crashes, memory leaks,

and data losses. In this section[11], we will handle some suggested testing tools that test

these points in mobile applications.
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[11] the authors suggests a tool called ALARic. ALARic is a fully black-box automated

testing that handles android lifecycle testing. Their tool works in the application under

test (AUT); it sends random input events to AUT with a systematic execution of these in-

puts. Their study results found that ALARic has high effectiveness in detecting lifecycle

issues[11]; it detects all lifecycle issues in 15 Android application that they experimented

with. Besides, ALARic founds GUI failures and crashes caused by Android lifecycle mis-

handling.

In [33] they developed a tool called Data Loss Detector (DLD), this tool methodology

works as ALARic which reaches the faulty activities, but it is specialized as a detector

for the data loss in case of an external interruption in the running application. DLD has

outperformed than ALARic in Quantum.

Unlike ALARic used for lifecycle black-box testing, in [34] they developed a tool called

SAALC which could be analyzing Android life cycle activities and extracting important

information about application lifecycle, using callback methods usage. These data could

avoid application memory leaks, data loss, and resource compromise. They analyze more

than 842 Android opensource applications that contain more than 5577 activities. The

results show which corrects and the incorrect callback methods that developers usually

used in their applications.

Unlike the previous tools that depend on the applications under test AUT, in [35] tools

called ALCI, their automated approach is to analyze static code during different stages of

the application lifecycle. Their method targets the encapsulated lifecycle system rules and

they created a repository for their resources. Finally, in the novel code analysis algorithm,

they fined two code patterns that most developers, also the special design patterns could

make the code loosely coupled. Therefore, this tool could find the correct and incorrect

releases of the code, in a good performance.
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3.6 Summary

In this chapter, we handled some literature reviews of mobile application testing. Thus,

we found some matrices of mobile application testing. Then we specified our review

for cross-platform mobile application testing. We found some tools that handheld cross-

platform testing, such as x-PATeSCO. Then we have a review for comparison between

cross-platforms and react-native and why could react-native be preferable for many prod-

ucts. Finally, we searched for mobile application lifecycle testing. According to lifecycle

testing, there are many kinds of research in these topics for Android OS such as ALARic

and DLD. However, we did not find any related searches for react-native lifecycle and react-

native lifecycle testing. Therefore, our research will open new future works according to

this topic.
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4 Methodology

In this chapter, we will present the research approach of our framework; then we will move

on with our research methodology step by step with details.

4.1 Research Framework

Our framework performs an automated online testing technique and explores the applica-

tion under testing AUT. It detects odd behaviours of the application lifecycle, specifically

GUI errors and crashes.

Our framework detects application crashes when the react-native application stops func-

tionality and unexpectedly exits. It also detects lifecycle GUI errors after any key loop;

these errors include changes in objects’ position and object properties (CSS, HTML, props)

and object disappearance.

Our framework sends random requests to the Application Under Test (AUT). These re-

quests are input events that are systematically executed. It can practice the four key activ-

ities of the react-native lifecycle, as shown in figure 3. These events sequence can trigger

at least one of the key loops defined in the below figure called Lifecycle Event Sequence.

During the mobile application exploration, Life Event Sequence explores a new GUI for

the first time. Then our framework discovers the related issue of the react-native lifecy-

cle. Our framework is using the primary Event Lifecycle Sequences, which are Double

Oriented Change (DOC), the Semi-Transparent Intent (STAI) and Background Foreground

(BF).

In Double Orientation Change (DOC), the main goal is to practice the Update loop’s
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event sequence two times because a single event cannot detect the GUI errors correctly and

satisfactorily. DOC consists of two sequential improvements of events changes; this detects

the secondary changes and differences of the GUI views and contents. In other words, the

first request result should be the same GUI in the second request ( without any changes in

JSON output). This event is for practising the Entire loop.

Semi-Transparent Activity Intent (STAI) puts the mobile application in Foreground Loop.

The event is starting from foreground activity to semi-transparent activity. This activity

causes pause action of the lifecycle.

Regarding practising the Visible loop, we have to lunch the Background Foreground

sequence. Mainly in the mobile application, this can be handled using the home button

view on the mobile.
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Figure 3: The React-Native Lifecycle Key Loops
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4.2 Research Methodology

This section presents our research methodology steps that we work on during the two

semesters.

Figure 4: Research Methodology

4.3 Framework Design

Framework research implementation in our framework with the architecture shown in the

following Figure 5. Our framework has two main components, the first component is the

Framework Engine, and the second is the Test Executor.

The Framework Engine works for the testing business logic approach. Therefore, it

will be responsible for GUI analysis and comparing GUI’s rendered after AUT testing by

using GUI attributes fetching and widgets composing as JSON output. Besides, it will not

be directly responsible for input events. Thus, Test Executor will be responsible for the

next request according to an exact plan for failure checking.
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Figure 5: Framework Architecture

4.4 Framework Implementation

4.4.1 Test Executor

The react-native mobile application developer installs our framework libraries using npm.

The developer adds the LifecycleStressTesting module with adding configuration of ex-

ecution time or the number of cycles. For full execution, as described in figure 5; our

framework will generate a random option of the events: Double Orientation Change, Semi-

Transparent Activity, or Background Foreground (DOC, STAT, BF) to be executed for run-

ning the main four key loops.
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4.4.2 Framework Engine

To start execution, our framework uses a test renderer library for extracting the current

chosen component DOM with all properties (Objects, CSS, props) as a JSON output.

Secondly, our framework executes chosen key loop; for the DOC event, the chosen

component will be double oriented between landscape orientation and portrait orientation.

We use ScreenOrientation from expo-screen-orientation library to control the orientation

of the application.

For the BF event, the framework puts the application in the background then recall the

application again. To implement this component, we use BackHandler and Linking from

expo react-native library.

For the second phase, we implement each event as a component; this allows react-native

developers to test one exact key loop they are targeting. For implementing DOC, we used

UNSAFE componentWillUnmount, which was created at the start of any new application.

As we mentioned before, we added an event listener that applied when the lifecycle changed

in this component. In this case, we saved the VDOM JSON as an oracle point to compare

any changes within it. After that, we apply double orientation for the testing phase, and

we catch the changes after componentDidMount using the JSON Diff tool. This tool helps

us determine the difference between the original GUI JSON and the extracted GUI JSON

after applying the event. We extracted the JSON of the GUI using the renderer library from

react-test-renderer. Then we save the original JSON as oracles mainly to define the main

GUI properties.

The renderer library is used by the Jest framework. Jest framework is used for testing

all javascript applications. The main feature that has some familiarity with our framework

is the snapshot feature. By using this feature, developers can define the difference between
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two GUI’s. Finally, for implementing crash catching, we used componentDidCatch to

catch the error and resave the error type, allowing our framework to log the activity and

error reason for stopping the application.

For implementing BF, like DOC, we used UNSAFE componentWillUnmount for the

initial point for saving VDOM JSON; then we applied back handler to move the application

to the background. Finally, we call the application again to save the new VDOM JSON

values and compare the differences between all these values, and the same as BF, we used

componentDidCatch for crash handling.

We have some limitations for the STAT event component according to non-full size (vis-

ible loop) for the application in react-native. Until now, we cannot have control over this

event. To control this limitation, we create STAT analysis component. This component

detects the GUI oracle and handles the errors and crashes using componentWillUpdate,

componentDidCatch in sequence, and application crashes using manual reaching to this

activity by the developer.

Thirdly, our framework extracts GUI DOM properties as JSON (attribute, value) pairs

output; then, it will compare the GUI properties after execution with the oracle JSON GUI.

Finally, our framework repeats the process of GUI exploration until it reaches the termi-

nation condition. Finally, the framework can detect GUI errors and crashes after the Event

Lifecycle Sequences set and send all results to be extracted as log files.

These errors will be raised in Report File that our framework will produce. The Report

File will have this structure for crashes:

• The mobile application names.

• The sequence of event lifecycle that causes crash.
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• The name of detected failure with the activity name.

• The unhandled exception and the crash stack trace.

For the GUI errors, it will have this structure:

• The mobile application names.

• The sequence of event lifecycle causes GUI error.

• JSON screenshots of the failure before, and after GUI error.

As we described, our framework has a full execution as stress testing for the application.

Stress testing is based on triggering the test events many times until it tests the application’s

performance. However, if react-native developers want to test each key loop separately,

they can use the BF and DOC components. When the react-native developer uses any of

these components, it detects GUI errors and crashes cased by the lifecycle mishandling.
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5 Evaluation

5.1 Evaluation Procedure

We followed the evaluation procedure by two steps; the first step is to inject bugs into an

open-source application. The main criteria that we used to select the application are the

availability of the code on GitHub, a new application and maintainable code; we extracted

these criteria from previous studies [11][34].

We found Expo Crud Board 1 open-source application that matched our criteria; it is a

simple react-native application licensed by MIT. We tested Expo Crud Board using the BF,

STAT and DOC events, and there were no bugs. Figure 6 shows the application before

any bug injection. This application has 4 main components: Back component, Main Page

component, Login component, and Board Button component. The second step is to run

our framework to evaluate the execution.

Figure 6: Expo Crud Board Application

1https://github.com/DPS0340/ExpoCrudBoard
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5.2 Bug Injection to the Application

5.2.1 Crash Failure Injection

Our target is to detect unexpected crashes of react-native applications. We injected errors

into the open-source application by raising errors randomly after touching one of the main

activities (DOC, BF, STAT).

The following figure 7 shows the injection of the crash using throw error in react-native

for the Board Button.

Figure 7: Crash Injection in to Expo Crud Board Application
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5.2.2 GUI Errors

GUI Changes Error Injection

Our target is detecting GUI changes in (CSS, HTML and Props), so for this application,

we injected random colors changes for the background, changing in HTML properties and

adding random keys for detecting changes in props, using componentWillUnmount, and

componentWillUpdate, the following figure 8,9,10 is a snapshot from the code.

Figure 8: Application Before
Random Colors Error Injec-
tion

Figure 9: Application After
Will Mount

Figure 10: Application After
Will Mount

GUI Wrong Component Positions Error Injection

Our target is GUI wrong position detecting after changing in one of the DOC, STAT, or

BF events. In this application, we apply some object position changes using componen-

tWillmount and componentWillUpdate, in this application we changed the Login compo-

nent to be replaced with the Back component and vice versa, as shown in figure 11.
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Figure 11: GUI Wrong Component Positions Error Injection After Background Foreground
Event

GUI Component Appearance/Disappearance Error Injection

Our target is GUI disappear one of the objects detecting after changing in one of the DOC,

STAT, or BF events. In this application, we apply to remove and random adding of objects

using componentWillmount and componentWillUpdate, in this application, we remove the

Login component randomly after the events, as shown in figure 12.
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Figure 12: GUI Component Disappearance Error Injection After Background Foreground
Event

5.3 Evaluation Execution

We executed the framework in Expo Crud Board without any bugs injection to ensure that

the application does not have bugs from executing DOC, STAT and BF events. For the

evaluation process, we injected the bugs one by one in each round. For each bug, we

included two phases of testing. In the first phase, we executed each event (DOC, BF,

STAT) for one time; the main goal from this phase is to make sure that each event could

detect the bugs with the same efficiency.

The second phase included the full cycle of framework execution, which starts with
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random triggering of the events. For this phase, the main goal is to detect the same bug in

each full cycle test round and finalise with results. In addition, we executed our framework

in Expo Crud Board application for 10 min for each bug that we injected. For each round,

the framework waits for 1 min; this has improved the results we detected in the first round

of the evaluation process. Besides, it helped the framework detect and reduce application

crashes for unexpected reasons other than lifecycle issues. We saw that the 1 min interval

is common used for many frameworks [36] [37].

Ex :

• Inject the GUI changes error ”we already explained this error details in the previous

section”; for each event ( ex: BF event), the background of the GUI will be changed.

• Add the configuration of the full cycle testing details in the configuration file ( in our

case add 10 min full-cycle testing)

• The framework lunching BF or DOC event in each min of the configured time.

• In each event our framework will detect the changing error because the background

color changed ( we inject this error to change the background color after each will

mount activity) in each event.

• The framework output is JSON file of the difference between the original GUI and

the changed GUI.
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6 Results and Discussion

In this chapter, we will discuss the results of the evaluation that we did using Expo Crud

Board application, then we will discuss the results according to the research questions.

6.1 Results

6.1.1 Crash Failure

After Injecting the Crash Failure for the first phase, the BF and DOC events trigger the

key loops. The framework output from the crash detecting contains The mobile application

name: Expo Crud Board, The sequence of event lifecycle that causes crash which is Back-

ground Foreground event, The name of detected failure with the activity name: crashed,

also the unhandled exception and the crash stack trace: from component Boarder Buttony,

Error Boundary, div, App; as shown in the following figure 13.

Figure 13: Crash Report
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For the second phase, the full cycle execution, we got 6 out of 10 expected crashes.

Then, the framework crashed according to expo limitation of handling multiple crashing.

This will be discussed in section 6.2.

Figure 14: Full Cycle Crash Report

6.1.2 GUI Errors

After Injecting the GUI error for the first phase, which uses BF and DOC events to trigger

the key loops, we got the difference in Oracles results with details of each component that

has been affected, as shown in the following figure 15,
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Figure 15: Changing in GUI Report

This result was detected after applying the bug shown in figures 8,9,10. The main re-

sult defines the changes in the GUI before and after applying the BF event. As shown in

the figure, the deleted properties from the component are in the red lines, and the added

properties are in the green lines.

For the second phase, the full cycle execution, we got 10 ( the same bug was detected in

each cycle) out of expected 10 changes. These results were from each error we inject from

the GUI errors mentioned in the previous section.

We injected two GUI errors (color changing and remove/add components) as an extra
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phase. The following figure shows all details of the differences.

Figure 16: Changing in GUI Report for Two Injected Errors
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Over All Results

Figure 17: Evaluation Matrix
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6.2 Discussion

In this section our main goal is to answer the research questions that we have in this report:

• RQ1: How effective is our framework in detecting crashes in the applications that

are based on the react-native activity lifecycle?

Our framework detected the injected crashes using DOC, BF, and STAT events. For

the full cycle execution, our framework handled 60% of the crashes. (note: this num-

ber was increased according to the first evaluation because of adding 1 min waiting

between each execution of the events). The main reason for detecting 60% of the

injected crash is the limitation of using expo SDK with Android OS using MI device

used in our evaluation; expo SDK with MI device couldn’t handle many crashes in

the same application according to the full-stack issue.

• RQ2: How effective is our framework in detecting GUI errors of wrong positions,

change object properties (props, CSS, HTML),disappear objects that are based on

the react-native activity lifecycle?

Wrong Positions

Our results about this type of error show that 100% of the changed positions were

detected; all these changes were detected as CSS changes. We removed the limita-

tion of the phone type in this application using some timers for 1 min between each

activity by specifying the number of triggering events to 10. In addition, we were

in need to detect changes in GUI errors when we used each component of DOC,

Manual STAT, BF activities.

Change Object Properties (props, CSS, HTML)

In this type of error, we can see that 100% of all changes application, we removed the

limitation of the phone type in this application using some timers for 1 min between
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each activity by specifying the number of triggering events to 10. In addition, we

need to detect changes in GUI errors when we used each component of DOC, Manual

STAT, BF activities.

disappear objects

In this type of error, we can see that 100% (note: we removed added percentage by

test the application before starting the framework evaluation ) in GUI when we tested

DOC, Manual STAT, BF components once.

6.3 Threats to Validity

This section will discuss the threats that could affect our results that we obtained in our

study.

6.3.1 Internal Validity

Some failures that we detected using our framework might have been caused by different

reasons instead of life cycle sequence events.

These failures could be caused by alternative factors, such as the execution platform

or the timing between consecutive events. To mitigate this threat, detected failure was

manually reproduced on an actual device to exclude being tied to the testing infrastructure

during the validation step. A controlled experiment involving different devices and time

intervals between events should be carried out to investigate this aspect further.
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6.3.2 External Validity

In our research, we had a small set of proper benchmarks for our framework testing. This

small set may affect the generalizability of the evaluation results. We should figure the

framework evaluation with a larger set of applications in the future, also with different sets

of SDKs. In addition, the author injected the failures, which could bias results.

50



7 Conclusion and Future Work

In this research, we present an automated lifecycle testing framework for react-native mo-

bile applications. Our framework approach focused on react-native mobile application

crashes and GUI error testing. Besides, our framework is the first framework that han-

dles react-native lifecycle testing. In this research, we handle the background of our work,

such as react-native as a cross-platform library and react-native lifecycle. Also, we provide

a literature review about general mobile applications testing, cross-platform mobile appli-

cation testing, react-native comparison with the other platforms, and mobile application

lifecycle testing.

For future work, we can evaluate our framework using a real set of applications. There-

fore, we can improve our results and the implemented code. In addition, we can cover the

iOS OS in our framework to help the react-native developer to have full stress testing in

Android and iOS OSs.
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A Appendix

A.1 DOC Component logical code

Figure 18: DOC Component logical code
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A.2 Background Foreground Component

Figure 19: Background Foreground Component
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A.3 Oracles As a JSON

Figure 20: Oracles As a JSON
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